Complex Numbers (C++) - Define a class Complex to represent complex numbers with member variables for real and imaginary parts. Overload the +, -, and \* operators for complex number addition, subtraction, and multiplication.

#include <iostream>

Using namespace std;

class Complex {

private:

double real;

double imag;

public:

Complex(double r = 0, double i = 0) : real(r), imag(i) {}

Complex operator + (const Complex& other) const {

return Complex(real + other.real, imag + other.imag);

}

Complex operator - (const Complex& other) const {

return Complex(real - other.real, imag - other.imag);

}

Complex operator \* (const Complex& other) const {

return Complex((real \* other.real - imag \* other.imag), (real \* other.imag + imag \* other.real));

}

void display() const {

if (imag < 0)

cout << real << " - " << -imag << "i" << std::endl;

else

cout << real << " + " << imag << "i" << std::endl;

}

};

int main() {

Complex c1(3, 2);

Complex c2(1, 7);

Complex c3 = c1 + c2;

Complex c4 = c1 - c2;

Complex c5 = c1 \* c2;

cout << "c1: ";

c1.display();

cout << "c2: ";

c2.display();

cout << "c1 + c2: ";

c3.display();

cout << "c1 - c2: ";

c4.display();

cout << "c1 \* c2: ";

c5.display();

return 0;

}

Output:
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2) Point2D (C++) - Create a class Point2D with x and y coordinates. Overload the + operator to return a new Point2D object representing the sum of two points.

#include <iostream>

class Point2D {

private:

double x;

double y;

public:

Point2D(double x = 0, double y = 0) : x(x), y(y) {}

Point2D operator + (const Point2D& other) const {

return Point2D(x + other.x, y + other.y);

}

void display() const {

std::cout << "(" << x << ", " << y << ")" << std::endl;

}

};

int main() {

Point2D p1(3.5, 2.5);

Point2D p2(1.5, 4.0);

Point2D p3 = p1 + p2;

cout << "p1: ";

p1.display();

cout << "p2: ";

p2.display();

cout << "p1 + p2: ";

p3.display();

return 0;

}

Output:

![](data:image/png;base64,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)

3) Time (C++) - Design a class Time to store hours, minutes, and seconds. Overload the + operator to add two Time objects and return a new Time object with the combined duration.

#include <iostream>

class Time {

private:

int hours;

int minutes;

int seconds;

void normalize() {

if (seconds >= 60) {

minutes += seconds / 60;

seconds = seconds % 60;

}

if (minutes >= 60) {

hours += minutes / 60;

minutes = minutes % 60;

}

}

public:

Time(int h = 0, int m = 0, int s = 0) : hours(h), minutes(m), seconds(s) {

normalize();

}

Time operator + (const Time& other) const {

int newSeconds = seconds + other.seconds;

int newMinutes = minutes + other.minutes;

int newHours = hours + other.hours;

Time result(newHours, newMinutes, newSeconds);

result.normalize();

return result;

}

void display() const {

std::cout << (hours < 10 ? "0" : "") << hours << ":"

<< (minutes < 10 ? "0" : "") << minutes << ":"

<< (seconds < 10 ? "0" : "") << seconds << std::endl;

}

};

int main() {

Time t1(2, 45, 50);

Time t2(1, 20, 30);

Time t3 = t1 + t2;

std::cout << "t1: ";

t1.display();

std::cout << "t2: ";

t2.display();

std::cout << "t1 + t2: ";

t3.display();

return 0;

}

Output:
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4) Date (C++) - Implement a class Date with year, month, and day. Overload the comparison operators (== and !=) to compare two Date objects.

#include <iostream>

using namespace std;

class Date {

private:

int year;

int month;

int day;

public:

Date(int y = 0, int m = 0, int d = 0) : year(y), month(m), day(d) {}

bool operator == (const Date& other) const {

return (year == other.year && month == other.month && day == other.day);

}

bool operator != (const Date& other) const {

return !(\*this == other);

}

void display() const {

std::cout << year << "-" << (month < 10 ? "0" : "") << month << "-" << (day < 10 ? "0" : "") << day << std::endl;

}

};

int main() {

Date d1(2024, 6, 27);

Date d2(2023, 6, 27);

Date d3(2024, 6, 27);

cout << "d1: ";

d1.display();

cout << "d2: ";

d2.display();

cout << "d3: ";

d3.display();

if (d1 == d2) {

cout << "d1 is equal to d2" << endl;

} else {

cout << "d1 is not equal to d2" << endl;

}

if (d1 == d3) {

cout << "d1 is equal to d3" << endl;

} else {

cout << "d1 is not equal to d3" << endl;

}

if (d1 != d2) {

cout << "d1 is not equal to d2" << endl;

} else {

cout << "d1 is equal to d2" << endl;

}

return 0;

}

Output:

![](data:image/png;base64,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)

5) String Equality (C++) - Overload the equality operator (==) for a custom String class to compare string contents (not just memory addresses).

#include <iostream>

#include <cstring>

class String {

private:

char\* str;

public:

String() : str(nullptr) {}

String(const char\* s) {

if (s) {

str = new char[std::strlen(s) + 1];

std::strcpy(str, s);

} else {

str = nullptr;

}

}

String(const String& other) {

if (other.str) {

str = new char[std::strlen(other.str) + 1];

std::strcpy(str, other.str);

} else {

str = nullptr;

}

}

String(String&& other) noexcept : str(other.str) {

other.str = nullptr;

}

~String() {

delete[] str;

}

String& operator=(const String& other) {

if (this != &other) {

delete[] str;

if (other.str) {

str = new char[std::strlen(other.str) + 1];

std::strcpy(str, other.str);

} else {

str = nullptr;

}

}

return \*this;

}

String& operator=(String&& other) noexcept {

if (this != &other) {

delete[] str;

str = other.str;

other.str = nullptr;

}

return \*this;

}

bool operator==(const String& other) const {

if (str == nullptr && other.str == nullptr) {

return true;

}

if (str == nullptr || other.str == nullptr) {

return false;

}

return std::strcmp(str, other.str) == 0;

}

void print() const {

if (str) {

std::cout << str << std::endl;

} else {

std::cout << "null" << std::endl;

}

}

};

int main() {

String s1("Hello");

String s2("Hello");

String s3("World");

if (s1 == s2) {

std::cout << "s1 and s2 are equal" << std::endl;

} else {

std::cout << "s1 and s2 are not equal" << std::endl;

}

if (s1 == s3) {

std::cout << "s1 and s3 are equal" << std::endl;

} else {

std::cout << "s1 and s3 are not equal" << std::endl;

}

return 0;

}
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6) Area Calculation (C++) - Create a function calculateArea that can handle different shapes (e.g., rectangle, circle) by overloading it with parameters like width, height, or radius.

|  |  |  |
| --- | --- | --- |
| #include <iostream>  #include <cmath>  using namespace std;  double calculateArea(double width, double height) {  return width \* height;  }  double calculateArea(double radius) {  return M\_PI \* radius \* radius;  }  int main() {  double rectangleWidth = 5.0;  double rectangleHeight = 10.0;  double rectangleArea = calculateArea(rectangleWidth, rectangleHeight);  cout << "Area of the rectangle: " << rectangleArea << std::endl;  double circleRadius = 7.0;  double circleArea = calculateArea(circleRadius);  cout << "Area of the circle: " << circleArea <<endl;  return 0;  }  Output: |  |  |
|  |  |  |

7) Unit Conversion (Python) - Design a function convert that takes a value and a unit (e.g., meters, feet, Celsius, Fahrenheit) and converts it to another unit using appropriate conversion factors.

#include <iostream>

double convert(double value, const std::string& unit\_from, const std::string& unit\_to) {

if (unit\_from == "meters" && unit\_to == "feet") {

return value \* 3.28084;

} else if (unit\_from == "feet" && unit\_to == "meters") {

return value / 3.28084;

} else if (unit\_from == "Celsius" && unit\_to == "Fahrenheit") {

return (value \* 9/5) + 32;

} else if (unit\_from == "Fahrenheit" && unit\_to == "Celsius") {

return (value - 32) \* 5/9;

} else {

throw std::invalid\_argument("Unsupported conversion");

}

}

int main() {

double value = 10.0;

double converted\_value = convert(value, "meters", "feet");

std::cout << value << " meters is " << converted\_value << " feet" << std::endl;

double temperature = 25.0;

double converted\_temp = convert(temperature, "Celsius", "Fahrenheit");

std::cout << temperature << " Celsius is " << converted\_temp << " Fahrenheit" << std::endl;

return 0;

}

Output:
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8) Statistics (C++) - Implement functions average, minimum, and maximum that can take an array of integers or doubles as input, depending on the function call.

#include <iostream>

#include <vector>

#include <algorithm>

double average(const std::vector<int>& nums) {

int sum = 0;

for (int num : nums) {

sum += num;

}

return static\_cast<double>(sum) / nums.size();

}

double average(const std::vector<double>& nums) {

double sum = 0.0;

for (double num : nums) {

sum += num;

}

return sum / nums.size();

}

int minimum(const std::vector<int>& nums) {

return \*std::min\_element(nums.begin(), nums.end());

}

double minimum(const std::vector<double>& nums) {

return \*std::min\_element(nums.begin(), nums.end());

}

int maximum(const std::vector<int>& nums) {

return \*std::max\_element(nums.begin(), nums.end());

}

double maximum(const std::vector<double>& nums) {

return \*std::max\_element(nums.begin(), nums.end());

}

int main() {

std::vector<int> int\_nums = {3, 1, 4, 1, 5, 9, 2, 6};

std::vector<double> double\_nums = {3.5, 1.2, 4.7, 2.1, 5.0, 1.8};

std::cout << "Average of integers: " << average(int\_nums) << std::endl;

std::cout << "Minimum of integers: " << minimum(int\_nums) << std::endl;

std::cout << "Maximum of integers: " << maximum(int\_nums) << std::endl;

std::cout << "Average of doubles: " << average(double\_nums) << std::endl;

std::cout << "Minimum of doubles: " << minimum(double\_nums) << std::endl;

std::cout << "Maximum of doubles: " << maximum(double\_nums) << std::endl;

return 0;

}

Output:

![](data:image/png;base64,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)

9) String Formatting (C++) - Write overloaded functions formatString that can take a format string and different data types (e.g., int, double, string) to create formatted output strings.

#include <iostream>

#include <sstream>

#include <iomanip>

std::string formatString(const std::string& format, int value) {

std::ostringstream oss;

oss << format << " " << value;

return oss.str();

}

std::string formatString(const std::string& format, double value) {

std::ostringstream oss;

oss << std::fixed << std::setprecision(2) << format << " " << value;

return oss.str();

}

std::string formatString(const std::string& format, const std::string& value) {

return format + " " + value;

}

int main() {

int intValue = 42;

double doubleValue = 3.14;

std::string stringValue = "Hello, World!";

std::cout << formatString("Integer value:", intValue) << std::endl;

std::cout << formatString("Double value:", doubleValue) << std::endl;

std::cout << formatString("String value:", stringValue) << std::endl;

return 0;

}

Output:
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10) Math Functions (C++) - Create overloaded functions factorial and power that can handle integer and floating-point input for calculating factorials and raising a number to a power.

#include <iostream>

#include <cmath>

// Factorial for integers

int factorial(int n) {

return (n == 0 || n == 1) ? 1 : n \* factorial(n - 1);

}

// Factorial for floats (approximation)

double factorial(double n) {

return tgamma(n + 1);

}

// Power for integers

int power(int base, int exp) {

return std::pow(base, exp);

}

// Power for floats

double power(double base, double exp) {

return std::pow(base, exp);

}

int main() {

// Factorial of integers

std::cout << "Factorial of 5: " << factorial(5) << std::endl;

// Factorial of floats

std::cout << "Factorial of 5.5: " << factorial(5.5) << std::endl;

// Power of integers

std::cout << "2 raised to the power of 3: " << power(2, 3) << std::endl;

// Power of floats

std::cout << "2.5 raised to the power of 1.5: " << power(2.5, 1.5) << std::endl;

return 0;

}

Output:
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11) Polynomial Addition (C++) - Define a class Polynomial to represent polynomials with terms (coefficient and exponent). Overload the + operator to add two Polynomial objects and return a new Polynomial with the combined terms.

#include <iostream>

#include <vector>

#include <algorithm>

class Term {

public:

int coefficient;

int exponent;

Term(int c, int e) : coefficient(c), exponent(e) {}

};

class Polynomial {

private:

std::vector<Term> terms;

public:

void addTerm(int coefficient, int exponent) {

terms.emplace\_back(coefficient, exponent);

}

Polynomial operator+(const Polynomial& other) const {

Polynomial result;

for (const auto& term : terms) {

result.addTerm(term.coefficient, term.exponent);

}

for (const auto& term : other.terms) {

result.addTerm(term.coefficient, term.exponent);

}

result.combineLikeTerms();

return result;

}

void combineLikeTerms() {

std::sort(terms.begin(), terms.end(), [](const Term& a, const Term& b) {

return a.exponent > b.exponent;

});

std::vector<Term> combined;

for (const auto& term : terms) {

if (!combined.empty() && combined.back().exponent == term.exponent) {

combined.back().coefficient += term.coefficient;

} else {

combined.push\_back(term);

}

}

terms = combined;

}

void print() const {

for (size\_t i = 0; i < terms.size(); ++i) {

std::cout << terms[i].coefficient << "x^" << terms[i].exponent;

if (i != terms.size() - 1) {

std::cout << " + ";

}

}

std::cout << std::endl;

}

};

int main() {

Polynomial p1;

p1.addTerm(3, 2);

p1.addTerm(5, 1);

Polynomial p2;

p2.addTerm(4, 2);

p2.addTerm(2, 0);

Polynomial p3 = p1 + p2;

std::cout << "P1: ";

p1.print();

std::cout << "P2: ";

p2.print();

std::cout << "P3 (P1 + P2): ";

p3.print();

return 0;

}

Output:

![](data:image/png;base64,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)

12) Inventory Management (C++) - Implement a class Item with properties like name, price, and quantity. Overload the << operator for easy printing of item details to the console.

#include <iostream>

#include <string>

class Item {

private:

std::string name;

double price;

int quantity;

public:

Item(const std::string& itemName, double itemPrice, int itemQuantity)

: name(itemName), price(itemPrice), quantity(itemQuantity) {}

std::string getName() const { return name; }

double getPrice() const { return price; }

int getQuantity() const { return quantity; }

friend std::ostream& operator<<(std::ostream& os, const Item& item) {

os << "Item Name: " << item.name << "\n"

<< "Price: $" << item.price << "\n"

<< "Quantity: " << item.quantity;

return os;

}

};

int main() {

Item item1("Laptop", 999.99, 10);

std::cout << item1 << std::endl;

return 0;

}

Output:
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13) Rectangle Class: Define a class Rectangle with member variables for width and height. Overload the + operator to return a new Rectangle object representing the sum of the areas of two rectangles.

#include <iostream>

class Rectangle {

public:

Rectangle(double width, double height) : width(width), height(height) {}

double getArea() const {

return width \* height;

}

Rectangle operator+(const Rectangle& other) const {

double totalArea = this->getArea() + other.getArea();

double newWidth = this->width;

double newHeight = totalArea / newWidth;

return Rectangle(newWidth, newHeight);

}

void print() const {

std::cout << "Rectangle(width=" << width << ", height=" << height << ")" << std::endl;

}

private:

double width;

double height;

};

int main() {

Rectangle rect1(4, 5);

Rectangle rect2(3, 7);

Rectangle rect3 = rect1 + rect2;

rect3.print(); // Output will be a new Rectangle with the combined area

return 0;

}

Output:
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14) Money Class: Design a class Money to store currency amount and type (e.g., USD, EUR). Overload the comparison operators (==, !=, <, >, <=, >=) for Money objects, considering currency types and exchange rates.

#include <iostream>

#include <string>

#include <unordered\_map>

class Money {

public:

Money(double amount, const std::string& currency) : amount(amount), currency(currency) {}

// Overload the == operator

bool operator==(const Money& other) const {

return convertToBase(amount, currency) == convertToBase(other.amount, other.currency);

}

// Overload the != operator

bool operator!=(const Money& other) const {

return !(\*this == other);

}

// Overload the < operator

bool operator<(const Money& other) const {

return convertToBase(amount, currency) < convertToBase(other.amount, other.currency);

}

// Overload the <= operator

bool operator<=(const Money& other) const {

return \*this < other || \*this == other;

}

// Overload the > operator

bool operator>(const Money& other) const {

return !(\*this <= other);

}

// Overload the >= operator

bool operator>=(const Money& other) const {

return !(\*this < other);

}

void print() const {

std::cout << amount << " " << currency << std::endl;

}

private:

double amount;

std::string currency;

static double convertToBase(double amount, const std::string& currency) {

static std::unordered\_map<std::string, double> exchangeRates = {

{"USD", 1.0},

{"EUR", 1.1}, // Example: 1 EUR = 1.1 USD

{"GBP", 1.3}, // Example: 1 GBP = 1.3 USD

// Add more currencies as needed

};

return amount \* exchangeRates[currency];

}

};

int main() {

Money money1(100, "USD");

Money money2(90, "EUR");

money1.print(); // Output: 100 USD

money2.print(); // Output: 90 EUR

if (money1 == money2) {

std::cout << "money1 is equal to money2" << std::endl;

} else {

std::cout << "money1 is not equal to money2" << std::endl;

}

if (money1 > money2) {

std::cout << "money1 is greater than money2" << std::endl;

} else {

std::cout << "money1 is not greater than money2" << std::endl;

}

return 0;

}

Output:

![](data:image/png;base64,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)